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**Experiment - 09**

**Aim:** Implementation of Association Rule Mining Apriori Algorithm.

**Theory:** The Apriori algorithm is a fundamental approach in association rule mining, aiming to discover frequent itemsets and generate meaningful associations within a dataset. It starts by defining a minimum support threshold (min\_sup), considering itemsets frequent if their occurrence exceeds this threshold. Initially, the algorithm identifies individual items and counts their appearances, establishing 1-itemsets. In the subsequent step, it employs a level-wise candidate generation strategy, combining frequent (k-1)-itemsets to generate candidate k-itemsets. During this process, it prunes candidates that contain infrequent subsets, leveraging the Apriori property, which states that any subset of a frequent itemset must also be frequent. Next, the algorithm scans the dataset to count occurrences and calculate support for each candidate itemset. Those falling below the minimum support threshold are pruned. Once the frequent itemsets are determined, association rules are generated, typically in the form A -> B, where A and B are disjoint itemsets. The confidence of an association rule (A -> B) is calculated as the support of {A, B} divided by the support of A. Further, the rules are pruned based on a minimum confidence threshold (min\_conf). In the end, the output comprises the set of frequent itemsets and the associated pruned association rules meeting the specified minimum support and confidence thresholds. The Apriori algorithm finds extensive applications, particularly in market basket analysis and scenarios where revealing patterns and associations in large datasets is pivotal.

**Program :**

**import java.util.\*;**

**public class Exp9 {**

**public static void main(String ar[]) throws Exception {**

**String ip[] = { "i1i2i5", "i2i4", "i2i3", "i1i2i4", "i1i3", "i2i3", "i1i3", "i1i2i3i5", "i1i2i3" };**

**int minSupp = 2;**

**int i1 = 0, i2 = 0, i3 = 0, i4 = 0, i5 = 0;**

**for (int i = 0; i < ip.length; i++) {**

**if (ip[i].contains("i1"))**

**i1++;**

**if (ip[i].contains("i2"))**

**i2++;**

**if (ip[i].contains("i3"))**

**i3++;**

**if (ip[i].contains("i4"))**

**i4++;**

**if (ip[i].contains("i5"))**

**i5++;**

**}**

**System.out.println("Items \t\t Count");**

**System.out.println("I1 \t\t\t\t " + i1);**

**System.out.println("I2 \t\t\t\t " + i2);**

**System.out.println("I3 \t\t\t\t " + i3);**

**System.out.println("I4 \t\t\t\t " + i4);**

**System.out.println("I5 \t\t\t\t " + i5);**

**int i1i2 = 0, i1i3 = 0, i1i4 = 0, i1i5 = 0, i2i3 = 0, i2i4 = 0, i2i5 = 0, i3i4 = 0, i3i5 = 0, i4i5 = 0;**

**for (int i = 0; i < ip.length; i++) {**

**if (ip[i].contains("i1") && ip[i].contains("i2"))**

**i1i2++;**

**if (ip[i].contains("i1") && ip[i].contains("i3"))**

**i1i3++;**

**if (ip[i].contains("i1") && ip[i].contains("i4"))**

**i1i4++;**

**if (ip[i].contains("i1") && ip[i].contains("i5"))**

**i1i5++;**

**if (ip[i].contains("i2") && ip[i].contains("i3"))**

**i2i3++;**

**if (ip[i].contains("i2") && ip[i].contains("i4"))**

**i2i4++;**

**if (ip[i].contains("i2") && ip[i].contains("i5"))**

**i2i5++;**

**if (ip[i].contains("i3") && ip[i].contains("i4"))**

**i3i4++;**

**if (ip[i].contains("i3") && ip[i].contains("i5"))**

**i3i5++;**

**if (ip[i].contains("i4") && ip[i].contains("i5"))**

**i4i5++;**

**}**

**System.out.println("\nItems \t\t Count");**

**if (i1i2 >= 2)**

**System.out.println("I1I2 \t\t\t " + i1i2);**

**if (i1i3 >= 2)**

**System.out.println("I1I3 \t\t\t " + i1i3);**

**if (i1i4 >= 2)**

**System.out.println("11I4 \t\t\t " + i1i4);**

**if (i1i5 >= 2)**

**System.out.println("I1I5 \t\t\t " + i1i5);**

**if (i2i3 >= 2)**

**System.out.println("I2I3 \t\t\t " + i2i3);**

**if (i2i4 >= 2)**

**System.out.println("I2I4 \t\t\t " + i2i4);**

**if (i2i5 >= 2)**

**System.out.println("I2I5 \t\t\t " + i2i5);**

**if (i3i4 >= 2)**

**System.out.println("I3I4 \t\t\t " + i3i4);**

**if (i3i5 >= 2)**

**System.out.println("I3I5 \t\t\t " + i3i5);**

**if (i4i5 >= 2)**

**System.out.println("I4I5 \t\t\t " + i4i5);**

**int i1i2i3 = 0, i1i2i5 = 0, i1i2i4 = 0, i1i3i5 = 0, i2i3i4 = 0, i2i3i5 = 0, i2i4i5 = 0;**

**for (int i = 0; i < ip.length; i++) {**

**if (ip[i].contains("i1") && ip[i].contains("i2") && ip[i].contains("i3"))**

**i1i2i3++;**

**if (ip[i].contains("i1") && ip[i].contains("i2") && ip[i].contains("i5"))**

**i1i2i5++;**

**if (ip[i].contains("i1") && ip[i].contains("i2") && ip[i].contains("i4"))**

**i1i2i4++;**

**if (ip[i].contains("i1") && ip[i].contains("i3") && ip[i].contains("i5"))**

**i1i3i5++;**

**if (ip[i].contains("i3") && ip[i].contains("i2") && ip[i].contains("i4"))**

**i2i3i4++;**

**if (ip[i].contains("i3") && ip[i].contains("i2") && ip[i].contains("i5"))**

**i2i3i5++;**

**if (ip[i].contains("i4") && ip[i].contains("i2") && ip[i].contains("i5"))**

**i2i4i5++;**

**}**

**System.out.println("\nItems \t\t Count");**

**if (i1i2i3 >= 2)**

**System.out.println("I1I2I3 \t\t\t " + i1i2i3);**

**if (i1i2i5 >= 2)**

**System.out.println("I1I2I5 \t\t\t " + i1i2i5);**

**if (i1i2i4 >= 2)**

**System.out.println("11I2I4 \t\t\t " + i1i2i4);**

**if (i1i3i5 >= 2)**

**System.out.println("11I3I5 \t\t\t " + i1i3i5);**

**if (i2i3i4 >= 2)**

**System.out.println("I2I3I4 \t\t\t " + i2i3i4);**

**if (i2i3i5 >= 2)**

**System.out.println("I2I3I4 \t\t\t " + i2i3i5);**

**if (i2i4i5 >= 2)**

**System.out.println("I2I4I5 \t\t\t " + i2i4i5);**

**}**

**}**

**Output :**

**![](data:image/png;base64,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)**

**Conclusion:**

In conclusion, the Apriori algorithm is a foundational tool in association rule mining. It efficiently identifies frequent item sets within a dataset, aiding in the discovery of meaningful associations. By setting a minimum support threshold, it sifts through the dataset to isolate item sets that meet the specified criteria. The algorithm's process involves candidate itemset generation, pruning, and association rule derivation. It has wide-ranging applications, particularly in market basket analysis and pattern recognition, providing valuable insights and aiding decision-making in diverse domains. The Apriori algorithm's effectiveness lies in its ability to optimize efficiency, making it an essential tool for data mining and analysis.